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**Тема роботи**

Автоматизація генерації аналітичних форм булевих функцій з табличної форми.

**Мета роботи**

Здобуття навичок автоматизації перетворення представлення булевих функцій з табличної до аналітичної форми для заданого елементного базису.

**Завдання**

1. Представити номер залікової книжки в двійковому вигляді: 730810 = 11100100011002.

2. В залежності від молодших розрядів номера залікової книжки визначити елементний базис:

|  |  |  |  |
| --- | --- | --- | --- |
| n3 | n2 | n1 | Елементний базис |
| 1 | 0 | 0 | NOT, 3AND |

3. Розробити модуль генерації аналітичної форми мінімізованих булевих функцій з попередньої роботи (Лаб. робота 6).

4. Реалізувати засоби збереження результатів у файл формату VHDL.

**Опис програми**

У результаті виконання даної лабораторної роботи мною був реалізований модуль для генерації аналітичної форми мінімізованих булевих функцій в заданому елементному базисі. Для приведення функцій до базису (NOT, 3AND) я використав правило де Моргана і привів їх до другої нормальної форми (І-НЕ/І-НЕ), а потім погрупував елементи по 3 та каскадував їх. Ці дії реалізовані в статичному методі convertFromAndOrTo3AndNotBasis() класу FunctionsWorker. Для приведення функцій до заданого базису необхідно натиснути кнопку «Convert Functions To Basis NOT, 3AND» (Рис. 1). Результат для функцій (Рис. 1) показаний на рисунку 2.
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Рисунок 2

Також мною була реалізована можливість збереження аналітичного представлення функцій у заданому базисі у файлі формату VHDL. Ця дія реалізована у статичному методі getVHDLDescriptionOfFunctions() класу FunctionsWorker, що використовує методи toString() класів Function, Implicant, CompositeImplicant. Для збереження функцій у файлі формату VHDL необхідно натичнути кнопку «Save Functions To VHDL» (Рис. 2). Вміст файлу для функцій з рисунку 2 представлено на рисунку 3.

![](data:image/png;base64,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)

Рисунок 3

**Лістинг програми**

package automat.functions;

import java.util.ArrayList;

/\*\*

\* Created by IntelliJ IDEA.

\* User: Zak

\* Date: 16.11.2010

\* Time: 19:29:13

\* To change this template use File | Settings | File Templates.

\*/

class Implicant implements Cloneable {

protected ArrayList<String> names;

protected ArrayList<Boolean> values;

protected int boolFunction;

Implicant() {}

public Implicant(ArrayList<String> names, ArrayList<Boolean> values, int boolFunction) {

this.names = names;

this.values = values;

this.boolFunction = boolFunction;

}

public ArrayList<String> getNames() {

return names;

}

public ArrayList<Boolean> getValues() {

return values;

}

public int getBoolFunction() {

return boolFunction;

}

public void setNames(ArrayList<String> names) {

this.names = names;

}

public void setValues(ArrayList<Boolean> values) {

this.values = values;

}

public String toString() {

StringBuilder builder = new StringBuilder();

String boolFunctionString;

if (boolFunction <= 2) {

boolFunctionString = BoolFunction.getBoolFunctionString(boolFunction);

} else {

builder.append(BoolFunction.getBoolFunctionString(4));

boolFunctionString = BoolFunction.getBoolFunctionString(boolFunction - 2);

}

builder.append("(");

for (int i = 0; i < names.size() - 1; i++) {

if (!values.get(i)) {

builder.append("(");

builder.append(BoolFunction.getBoolFunctionString(4));

builder.append(" ");

builder.append(names.get(i));

builder.append(")");

}

else {

builder.append(names.get(i));

}

builder.append(" ");

builder.append(boolFunctionString);

builder.append(" ");

}

if (!values.get(names.size() - 1)) {

builder.append("(");

builder.append(BoolFunction.getBoolFunctionString(4));

builder.append(" ");

builder.append(names.get(names.size() - 1));

builder.append(")");

}

else {

builder.append(names.get(names.size() - 1));

}

builder.append(")");

return builder.toString();

}

public Implicant clone() {

ArrayList<String> cloneNames = new ArrayList<String>();

for (int i = 0; i < names.size(); i++) {

cloneNames.add(new String(names.get(i)));

}

ArrayList<Boolean> cloneValues = new ArrayList<Boolean>();

for (int i = 0; i < values.size(); i++) {

if (values.get(i) != null) {

cloneValues.add(new Boolean(values.get(i)));

}

else {

cloneValues.add(null);

}

}

return new Implicant(cloneNames, cloneValues, boolFunction);

}

public ArrayList<String> getAllNames() {

ArrayList<String> allNames = new ArrayList<String>();

for (int i = 0; i < names.size(); i++) {

allNames.add(new String(names.get(i)));

}

return allNames;

}

}

package automat.functions;

import java.util.ArrayList;

/\*\*

\* Created by IntelliJ IDEA.

\* User: Zak

\* Date: 23.11.2010

\* Time: 23:36:31

\* To change this template use File | Settings | File Templates.

\*/

class CompositeImplicant extends Implicant {

private ArrayList<Implicant> implicants;

public CompositeImplicant(ArrayList<Implicant> implicants, int boolFunction) {

this.implicants = implicants;

this.boolFunction = boolFunction;

}

public CompositeImplicant(Implicant simpleImplicant, ArrayList<Implicant> implicants) {

this.names = simpleImplicant.names;

this.values = simpleImplicant.values;

this.boolFunction = simpleImplicant.boolFunction;

this.implicants = implicants;

}

public CompositeImplicant(ArrayList<String> names, ArrayList<Boolean> values, ArrayList<Implicant> implicants,

int boolFunction) {

this.names = names;

this.values = values;

this.implicants = implicants;

this.boolFunction = boolFunction;

}

public ArrayList<Implicant> getImplicants() {

return implicants;

}

@Override

public String toString() {

StringBuilder builder = new StringBuilder();

String boolFunctionString;

if (boolFunction <= 2) {

boolFunctionString = BoolFunction.getBoolFunctionString(boolFunction);

} else {

builder.append("(");

builder.append(BoolFunction.getBoolFunctionString(4));

boolFunctionString = BoolFunction.getBoolFunctionString(boolFunction - 2);

}

if (boolFunction != 4) {

builder.append("(");

}

if (names != null) {

for (int i = 0; i < names.size() - 1; i++) {

if (!values.get(i)) {

builder.append(BoolFunction.getBoolFunctionString(4));

}

builder.append(names.get(i));

builder.append(" ");

builder.append(boolFunctionString);

builder.append(" ");

}

if (!values.get(names.size() - 1)) {

builder.append(BoolFunction.getBoolFunctionString(4));

}

builder.append(names.get(names.size() - 1));

if (implicants == null) {

builder.append(" ");

builder.append(BoolFunction.getBoolFunctionString(4));

}

}

if (implicants != null) {

for (int i = 0; i < implicants.size() - 1; i++) {

if (i != 0) {

builder.append(" ");

}

builder.append(implicants.get(i).toString());

builder.append(" ");

builder.append(boolFunctionString);

}

if (!implicants.isEmpty()) {

if (implicants.size() > 1) {

builder.append(" ");

}

builder.append(implicants.get(implicants.size() - 1));

}

}

builder.append(")");

return builder.toString();

}

@Override

public Implicant clone() {

Implicant simpleImplicant = super.clone();

ArrayList<Implicant> cloneImplicants = new ArrayList<Implicant>();

for (Implicant i : implicants) {

cloneImplicants.add(i.clone());

}

return new CompositeImplicant(simpleImplicant, cloneImplicants);

}

public ArrayList<String> getAllNames() {

ArrayList<String> allNames = new ArrayList<String>();

if (names != null) {

allNames.addAll(super.getAllNames());

}

for (Implicant i : implicants) {

ArrayList<String> iNames = i.getAllNames();

for (String s1 : iNames) {

boolean isAlready = false;

for (String s2 : allNames) {

if (s1.compareTo(s2) == 0) {

isAlready = true;

}

}

if (!isAlready) {

allNames.add(s1);

}

}

}

return allNames;

}

}

package automat.functions;

import java.util.ArrayList;

/\*\*

\* Created by IntelliJ IDEA.

\* User: Zak

\* Date: 16.11.2010

\* Time: 19:20:26

\* To change this template use File | Settings | File Templates.

\*/

public class Function {

private String name;

private ArrayList<Implicant> implicants;

private int boolFunction;

public Function(String name, ArrayList<Implicant> implicants, int boolFunction) {

this.name = name;

this.implicants = implicants;

this.boolFunction = boolFunction;

}

public String getName() {

return name;

}

public ArrayList<Implicant> getImplicants() {

return implicants;

}

public int getBoolFunction() {

return boolFunction;

}

public String toString() {

StringBuilder builder = new StringBuilder();

builder.append(name);

builder.append(" <= ");

String boolFunctionString;

if (boolFunction <= 2) {

boolFunctionString = BoolFunction.getBoolFunctionString(boolFunction);

} else {

builder.append(BoolFunction.getBoolFunctionString(4));

boolFunctionString = BoolFunction.getBoolFunctionString(boolFunction - 2);

}

if (implicants.size() > 1) {

builder.append("(");

}

for (int i = 0; i < implicants.size() - 1; i++) {

builder.append(implicants.get(i).toString());

builder.append(" ");

builder.append(boolFunctionString);

builder.append(" ");

}

builder.append(implicants.get(implicants.size() - 1).toString());

if (implicants.size() > 1) {

builder.append(")");

}

return builder.toString();

}

public ArrayList<String> getAllNames() {

ArrayList<String> allNames = new ArrayList<String>();

for (Implicant i : implicants) {

ArrayList<String> iNames = i.getAllNames();

for (String s1 : iNames) {

boolean isAlready = false;

for (String s2 : allNames) {

if (s1.compareTo(s2) == 0) {

isAlready = true;

}

}

if (!isAlready) {

allNames.add(s1);

}

}

}

return allNames;

}

}

package automat.functions;

import automat.moore.AutomatTableModel;

import java.util.ArrayList;

/\*\*

\* Created by IntelliJ IDEA.

\* User: Zak

\* Date: 17.11.2010

\* Time: 1:11:19

\* To change this template use File | Settings | File Templates.

\*/

public class FunctionsWorker {

public static ArrayList<Function> getFunctions(AutomatTableModel tableModel) {

ArrayList<Function> functions = new ArrayList<Function>();

String[][] table = tableModel.getTable();

int index1 = tableModel.getyStartIndex();

for (int i = 0; i < tableModel.getyCount(); i++) {

ArrayList<Implicant> implicants = new ArrayList<Implicant>();

for (int j = 1; j < table.length; j++) {

if (table[j][index1].compareTo("1") == 0) {

ArrayList<String> names = new ArrayList<String>();

ArrayList<Boolean> values = new ArrayList<Boolean>();

int index2 = tableModel.getqStartIndex();

for (int k = 0; k < tableModel.getqCount(); k++) {

names.add(table[0][index2].substring(0, table[0][index2].length() - 3));

if (table[j][index2].compareTo("0") == 0) {

values.add(false);

}

else {

values.add(true);

}

index2++;

}

boolean isAlready = false;

for (int k = 0; k < implicants.size(); k++) {

if (names.size() == implicants.get(k).getNames().size()) {

boolean equal = true;

for (int z = 0; z < implicants.get(k).getNames().size(); z++) {

if ((names.get(z).compareTo(implicants.get(k).getNames().get(z)) != 0) ||

(((names.get(z) != implicants.get(k).getNames().get(z)) &&

(values.get(z) != implicants.get(k).getValues().get(z))))) {

equal = false;

}

}

if (equal) {

isAlready = true;

}

}

}

if (!isAlready) {

implicants.add(new Implicant(names, values, 0));

}

}

}

functions.add(new Function(table[0][index1], implicants, 1));

index1++;

}

index1 = tableModel.getdStartIndex();

for (int i = 0; i < tableModel.getdCount(); i++) {

ArrayList<Implicant> implicants = new ArrayList<Implicant>();

for (int j = 1; j < table.length; j++) {

if (table[j][index1].compareTo("1") == 0) {

ArrayList<String> names = new ArrayList<String>();

ArrayList<Boolean> values = new ArrayList<Boolean>();

int index2 = tableModel.getqStartIndex();

for (int k = 0; k < tableModel.getqCount(); k++) {

names.add(table[0][index2].substring(0, table[0][index2].length() - 3));

if (table[j][index2].compareTo("0") == 0) {

values.add(false);

}

else {

values.add(true);

}

index2++;

}

index2 = tableModel.getxStartIndex();

for (int k = 0; k < tableModel.getxCount(); k++) {

if (table[j][index2].compareTo("-") != 0) {

names.add(table[0][index2]);

if (table[j][index2].compareTo("0") == 0) {

values.add(false);

} else {

values.add(true);

}

}

index2++;

}

implicants.add(new Implicant(names, values, 0));

}

}

functions.add(new Function(table[0][index1], implicants, 1));

index1++;

}

return functions;

}

public static ArrayList<Function> prepareFunctionsToMinimization(ArrayList<Function> functions) {

ArrayList<Function> newFunctions = new ArrayList<Function>();

for (Function f : functions) {

ArrayList<Implicant> implicants = f.getImplicants();

ArrayList<String> allNames = new ArrayList<String>();

for (int i = 0; i < implicants.size(); i++) {

ArrayList<String> names = implicants.get(i).getNames();

for (int j = 0; j < names.size(); j++) {

boolean contains = false;

for (int k = 0; k < allNames.size(); k++) {

if (allNames.get(k).compareTo(names.get(j)) == 0) {

contains = true;

}

}

if (!contains) {

allNames.add(new String(names.get(j)));

}

}

}

ArrayList<Implicant> newImplicants = new ArrayList<Implicant>();

for (int i = 0; i < implicants.size(); i++) {

ArrayList<String> names = implicants.get(i).getNames();

ArrayList<Boolean> values = implicants.get(i).getValues();

ArrayList<String> newNames = new ArrayList<String>();

ArrayList<Boolean> newValues = new ArrayList<Boolean>();

for (int j = 0; j < allNames.size(); j++) {

newNames.add(new String(allNames.get(j)));

newValues.add(null);

}

for (int j = 0; j < names.size(); j++) {

for (int k = 0; k < newNames.size(); k++) {

if (names.get(j).compareTo(newNames.get(k)) == 0) {

newValues.set(k, new Boolean(values.get(j)));

}

}

}

newImplicants.add(new Implicant(newNames, newValues, implicants.get(i).getBoolFunction()));

}

newFunctions.add(new Function(new String(f.getName()), newImplicants, f.getBoolFunction()));

}

return newFunctions;

}

public static ArrayList<Function> minimizeFunctions(ArrayList<Function> functions) {

ArrayList<Function> minimizedFunctions = new ArrayList<Function>();

for (Function f : functions) {

ArrayList<ArrayList<Implicant>> implicants = new ArrayList<ArrayList<Implicant>>();

ArrayList<ArrayList<Boolean>> isCovered = new ArrayList<ArrayList<Boolean>>();

ArrayList<Implicant> originalImplicats = f.getImplicants();

ArrayList<Implicant> startImplicants = new ArrayList<Implicant>();

ArrayList<Boolean> startIsCovered = new ArrayList<Boolean>();

for (int i = 0; i < originalImplicats.size(); i++) {

startImplicants.add(originalImplicats.get(i).clone());

startIsCovered.add(false);

}

implicants.add(startImplicants);

isCovered.add(startIsCovered);

boolean flag = false;

while (!flag) {

ArrayList<Implicant> coveringImplicants = implicants.get(implicants.size() - 1);

ArrayList<Boolean> coveringIsCover = isCovered.get(isCovered.size() - 1);

ArrayList<Implicant> coverImplicants = new ArrayList<Implicant>();

for (int i = 0; i < coveringImplicants.size() - 1; i++) {

if (!coveringIsCover.get(i)) {

for (int j = i + 1; j < coveringImplicants.size(); j++) {

int difference = 0;

int differenceIndex = -1;

ArrayList<String> names1 = coveringImplicants.get(i).getNames();

ArrayList<Boolean> values1 = coveringImplicants.get(i).getValues();

ArrayList<String> names2 = coveringImplicants.get(j).getNames();

ArrayList<Boolean> values2 = coveringImplicants.get(j).getValues();

for (int k = 0; k < names1.size(); k++) {

if (names1.get(k).compareTo(names2.get(k)) != 0) {

difference++;

differenceIndex = k;

}

else {

if ((values1.get(k) != null) && (values2.get(k) != null) &&

(values1.get(k).compareTo(values2.get(k)) != 0)) {

difference++;

differenceIndex = k;

}

}

}

if (difference < 2) {

ArrayList<String> newNames = new ArrayList<String>();

ArrayList<Boolean> newValues = new ArrayList<Boolean>();

for (int k = 0; k < names1.size(); k++) {

if (k != differenceIndex) {

newNames.add(new String(names1.get(k)));

if (values1.get(k) != null) {

newValues.add(new Boolean(values1.get(k)));

}

else {

if (values2.get(k) != null) {

newValues.add(new Boolean(values2.get(k)));

}

else {

newValues.add(null);

}

}

}

}

boolean isAlready = false;

for (int k = 0; k < coverImplicants.size(); k++) {

if (newNames.size() == coverImplicants.get(k).getNames().size()) {

boolean equal = true;

for (int z = 0; z < coverImplicants.get(k).getNames().size(); z++) {

if ((newNames.get(z).compareTo(coverImplicants.get(k).getNames().get(z)) != 0) ||

(((newNames.get(z) != coverImplicants.get(k).getNames().get(z)) &&

(newValues.get(z) != coverImplicants.get(k).getValues().get(z))))) {

equal = false;

}

}

if (equal) {

isAlready = true;

}

}

else {

isAlready = true;

}

}

if (!isAlready) {

coverImplicants.add(new Implicant(newNames, newValues,

coveringImplicants.get(i).getBoolFunction()));

}

coveringIsCover.set(i, true);

coveringIsCover.set(j, true);

}

}

}

}

implicants.add(coverImplicants);

isCovered.add(new ArrayList<Boolean>());

for (int i = 0; i < coverImplicants.size(); i++) {

isCovered.get(isCovered.size() - 1).add(false);

}

flag = true;

for (int i = 0; i < isCovered.get(isCovered.size() - 2).size(); i++) {

if (isCovered.get(isCovered.size() - 2).get(i)) {

flag = false;

}

}

}

ArrayList<Implicant> minimizedImplicants = new ArrayList<Implicant>();

for (int i = 0; i < implicants.size(); i++) {

for (int j = 0; j < implicants.get(i).size(); j++) {

if (!isCovered.get(i).get(j)) {

ArrayList<String> names = implicants.get(i).get(j).getNames();

ArrayList<Boolean> values = implicants.get(i).get(j).getValues();

boolean hasNull = true;

while (hasNull) {

hasNull = false;

for (int k = 0; k < values.size(); k++) {

if (values.get(k) == null) {

hasNull = true;

names.remove(k);

values.remove(k);

}

}

}

implicants.get(i).get(j).setNames(names);

implicants.get(i).get(j).setValues(values);

minimizedImplicants.add(implicants.get(i).get(j));

}

}

}

minimizedFunctions.add(new Function(new String(f.getName()), minimizedImplicants, f.getBoolFunction()));

}

return minimizedFunctions;

}

public static MinimizationEfficiencyObject analyzeMinimization(ArrayList<Function> functions,

ArrayList<Function> minimizedFunctions) {

int elementCount1 = 0;

int elementCount2 = 0;

int entryCount1 = 0;

int entryCount2 = 0;

int exitCount1 = 0;

int exitCount2 = 0;

for (Function f : functions) {

elementCount1++;

exitCount1++;

for (Implicant i : f.getImplicants()) {

elementCount1++;

entryCount1 += i.getNames().size();

exitCount1++;

}

}

for (Function f : minimizedFunctions) {

elementCount2++;

exitCount2++;

for (Implicant i : f.getImplicants()) {

elementCount2++;

entryCount2 += i.getNames().size();

exitCount2++;

}

}

return new MinimizationEfficiencyObject(elementCount1, elementCount2, entryCount1, entryCount2, exitCount1,

exitCount2);

}

public static ArrayList<Function> convertFromAndOrTo3AndNotBasis(ArrayList<Function> originalFunctions) {

ArrayList<Function> functions = new ArrayList<Function>();

for (Function f : originalFunctions) {

ArrayList<Implicant> implicants = new ArrayList<Implicant>();

ArrayList<Implicant> originalImplicants = f.getImplicants();

for (Implicant i : originalImplicants) {

if (i.getNames().size() > 3) {

double temp = Math.log(i.getNames().size()) / Math.log(3);

if (temp > (int) temp) {

temp = (int) temp + 1;

}

ArrayList<Implicant> tempImplicants = new ArrayList<Implicant>();

int counter = 1;

ArrayList<String> names = i.getNames();

ArrayList<Boolean> values = i.getValues();

ArrayList<String> newNames = null;

ArrayList<Boolean> newValues = null;

for (int j = 0; j < names.size(); j++) {

if (counter == 1) {

newNames = new ArrayList<String>();

newValues = new ArrayList<Boolean>();

}

newNames.add(new String(names.get(j)));

newValues.add(new Boolean(values.get(j)));

if (counter % 3 == 0) {

tempImplicants.add(new Implicant(newNames, newValues, 0));

newNames = null;

newValues = null;

counter = 1;

} else {

counter++;

}

}

if (counter != 1) {

while (counter < 4) {

newNames.add(new String(newNames.get(newNames.size() - 1)));

newValues.add(new Boolean(newValues.get(newValues.size() - 1)));

counter++;

}

tempImplicants.add(new Implicant(newNames, newValues, 0));

}

if (temp > 2) {

counter = 0;

while (counter < temp - 2) {

ArrayList<Implicant> newImplicants = new ArrayList<Implicant>();

ArrayList<Implicant> simpleImplicants = null;

int subCounter = 1;

for (int j = 0; j < implicants.size(); j++) {

if (subCounter == 1) {

simpleImplicants = new ArrayList<Implicant>();

}

simpleImplicants.add(implicants.get(j));

if (subCounter % 3 == 0) {

newImplicants.add(new CompositeImplicant(simpleImplicants, 0));

simpleImplicants = null;

subCounter = 1;

} else {

subCounter++;

}

}

if (subCounter != 1) {

while (subCounter < 4) {

simpleImplicants.add(simpleImplicants.get(simpleImplicants.size() - 1).clone());

subCounter++;

}

newImplicants.add(new CompositeImplicant(simpleImplicants, 0));

}

implicants = newImplicants;

counter++;

}

} else {

while (tempImplicants.size() % 3 != 0) {

tempImplicants.add(tempImplicants.get(tempImplicants.size() - 1));

}

implicants.add(new CompositeImplicant(tempImplicants, 0));

}

} else {

Implicant cloneImplicant = i.clone();

ArrayList<String> names = cloneImplicant.getNames();

ArrayList<Boolean> values = cloneImplicant.getValues();

if (names.size() > 1) {

while (names.size() % 3 != 0) {

names.add(names.get(names.size() - 1));

values.add(values.get(values.size() - 1));

}

}

implicants.add(new Implicant(names, values, 0));

}

}

ArrayList<Implicant> newImplicants;

if (implicants.size() > 1) {

newImplicants = new ArrayList<Implicant>();

for (int j = 0; j < implicants.size(); j++) {

ArrayList<Implicant> tempList = new ArrayList<Implicant>();

tempList.add(implicants.get(j));

newImplicants.add(new CompositeImplicant(tempList, 4));

}

implicants = newImplicants;

}

if (implicants.size() > 3) {

double temp = Math.log(implicants.size()) / Math.log(3);

if (temp > (int) temp) {

temp = (int) temp + 1;

}

while (temp > 1) {

newImplicants = new ArrayList<Implicant>();

ArrayList<Implicant> subImplicants = null;

int counter = 1;

for (int j = 0; j < implicants.size(); j++) {

if (counter == 1) {

subImplicants = new ArrayList<Implicant>();

}

subImplicants.add(implicants.get(j));

if (counter % 3 == 0) {

newImplicants.add(new CompositeImplicant(subImplicants, 0));

newImplicants = null;

counter = 1;

} else {

counter++;

}

}

if (counter != 1) {

while (counter < 4) {

subImplicants.add(subImplicants.get(subImplicants.size() - 1).clone());

counter++;

}

newImplicants.add(new CompositeImplicant(subImplicants, 0));

}

implicants = newImplicants;

temp = temp - 1;

}

}

else {

if (implicants.size() > 1) {

while (implicants.size() % 3 != 0) {

implicants.add(implicants.get(implicants.size() - 1));

}

}

}

ArrayList<Implicant> tempList = new ArrayList<Implicant>();

if (implicants.size() > 1) {

ArrayList<Implicant> tempSubList = new ArrayList<Implicant>();

tempSubList.add(new CompositeImplicant(implicants, 0));

tempList.add(new CompositeImplicant(tempSubList, 4));

} else {

tempList.add(implicants.get(0));

}

functions.add(new Function(f.getName(), tempList, 0));

}

return functions;

}

public static String getVHDLDescriptionOfFunctions(ArrayList<Function> functions) {

ArrayList<String> inNames = new ArrayList<String>();

ArrayList<String> outNames = new ArrayList<String>();

for (Function f : functions) {

outNames.add(f.getName());

ArrayList<String> fNames = f.getAllNames();

for (String s1 : fNames) {

boolean isAlready = false;

for (String s2 : inNames) {

if (s1.compareTo(s2) == 0) {

isAlready = true;

}

}

if (!isAlready) {

inNames.add(s1);

}

}

}

StringBuilder builder = new StringBuilder();

builder.append("entity automat is\n");

builder.append("\tport (");

for (int i = 0; i < inNames.size() - 1; i++) {

builder.append(inNames.get(i));

builder.append(", ");

}

builder.append(inNames.get(inNames.size() - 1));

builder.append(": in BIT; ");

for (int i = 0; i < outNames.size() - 1; i++) {

builder.append(outNames.get(i));

builder.append(", ");

}

builder.append(outNames.get(outNames.size() - 1));

builder.append(": out BIT);\nend automat;\narchitecture functions of automat is\nbegin\n\t");

for (int i = 0; i < functions.size() - 1; i++) {

builder.append(functions.get(i).toString());

builder.append(";\n\t");

}

builder.append(functions.get(functions.size() - 1).toString());

builder.append(";\n");

builder.append("end functions;");

return builder.toString();

}

}

package face;

import automat.functions.Function;

import automat.functions.FunctionsWorker;

import automat.functions.VHDLFileFilter;

import automat.moore.\*;

import javax.swing.\*;

import java.awt.\*;

import java.awt.event.ActionEvent;

import java.io.File;

import java.io.FileWriter;

import java.io.IOException;

import java.io.PrintWriter;

import java.util.ArrayList;
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class BuildFrame extends JDialog {

private MainFrame mainFrame;

private JTabbedPane tabbedPane;

private GraphPanel graphPanel;

private CodedGraphPanel codedGraphPanel;

private JButton codeGraphButton;

private AutomatTableModel tableModel;

private JButton buildTableButton;

private String functionsString;

private ArrayList<Function> functions;

private JButton buildFunctionsButton;

private ArrayList<Function> minimizedFunctions;

private String minimizedFunctionsString;

private JButton minimizeFunctionsButton;

private JButton convertToBasisButton;

private ArrayList<Function> convertedFunctions;

private String convertedFunctionsString;

public BuildFrame(MainFrame frame, Rectangle bounds, MooreAutomat automat) {

super(frame);

mainFrame = frame;

setBounds(bounds);

setMinimumSize(bounds.getSize());

setResizable(true);

setModal(true);

setTitle("Building");

tabbedPane = new JTabbedPane();

add(tabbedPane);

JPanel mooreGraphPanel = new JPanel();

mooreGraphPanel.setLayout(new BorderLayout());

graphPanel = new GraphPanel(new GraphModel(automat));

JPanel mooreGraphButtonsPanel = new JPanel();

JButton saveGraphButton = new JButton(new SaveGraphAction(this));

saveGraphButton.setText("Save Graph");

codeGraphButton = new JButton(new CodeGraphAction(this));

codeGraphButton.setText("Code Graph");

JButton closeButton = new JButton(new AbstractAction() {

public void actionPerformed(ActionEvent e) {

setVisible(false);

}

});

closeButton.setText("Close");

mooreGraphButtonsPanel.add(saveGraphButton);

mooreGraphButtonsPanel.add(codeGraphButton);

mooreGraphButtonsPanel.add(closeButton);

mooreGraphPanel.add(mooreGraphButtonsPanel, BorderLayout.SOUTH);

mooreGraphPanel.add(graphPanel);

tabbedPane.addTab("Graph Of Moore Automat", mooreGraphPanel);

}

public BuildFrame(MainFrame frame, Rectangle bounds, CodedMooreAutomat automat) {

super(frame);

mainFrame = frame;

setBounds(bounds);

setMinimumSize(bounds.getSize());

setResizable(true);

setModal(true);

setTitle("Building");

tabbedPane = new JTabbedPane();

add(tabbedPane);

JPanel mooreCodedGraphPanel = new JPanel();

mooreCodedGraphPanel.setLayout(new BorderLayout());

codedGraphPanel = new CodedGraphPanel(new GraphModel(automat));

JPanel mooreGraphButtonsPanel = new JPanel();

JButton saveCodedGraphButton = new JButton(new SaveCodedGraphAction(this));

saveCodedGraphButton.setText("Save Graph");

buildTableButton = new JButton(new BuildTableAction(this));

buildTableButton.setText("Build Table Of Transitions");

JButton closeButton = new JButton(new AbstractAction() {

public void actionPerformed(ActionEvent e) {

setVisible(false);

}

});

closeButton.setText("Close");

mooreGraphButtonsPanel.add(saveCodedGraphButton);

mooreGraphButtonsPanel.add(buildTableButton);

mooreGraphButtonsPanel.add(closeButton);

mooreCodedGraphPanel.add(mooreGraphButtonsPanel, BorderLayout.SOUTH);

mooreCodedGraphPanel.add(codedGraphPanel);

tabbedPane.addTab("Coded Graph Of Moore Automat", mooreCodedGraphPanel);

}

private class SaveGraphAction extends AbstractAction {

private BuildFrame frame;

public SaveGraphAction(BuildFrame frame) {

this.frame = frame;

}

public void actionPerformed(ActionEvent e) {

JFileChooser chooser = mainFrame.getChooser();

chooser.resetChoosableFileFilters();

chooser.addChoosableFileFilter(new GraphFileFilter());

int result = chooser.showSaveDialog(frame);

if (result == JFileChooser.APPROVE\_OPTION) {

if (!chooser.getSelectedFile().getName().endsWith(GraphFileFilter.GRAPH\_EXTENSION)) {

chooser.setSelectedFile(new File(chooser.getSelectedFile().getAbsolutePath() + GraphFileFilter.GRAPH\_EXTENSION));

}

try {

MooreAutomat.writeToFile(chooser.getSelectedFile(), graphPanel.getModel().getAutomat());

} catch (IOException e1) {

JOptionPane.showMessageDialog(frame, "Error! Can't create file.",

"Error", JOptionPane.ERROR\_MESSAGE);

}

}

}

}

private class SaveCodedGraphAction extends AbstractAction {

private BuildFrame frame;

public SaveCodedGraphAction(BuildFrame frame) {

this.frame = frame;

}

public void actionPerformed(ActionEvent e) {

JFileChooser chooser = mainFrame.getChooser();

chooser.resetChoosableFileFilters();

chooser.addChoosableFileFilter(new CodedGraphFileFilter());

int result = chooser.showSaveDialog(frame);

if (result == JFileChooser.APPROVE\_OPTION) {

if (!chooser.getSelectedFile().getName().endsWith(CodedGraphFileFilter.CODED\_GRAPH\_EXTENSION)) {

chooser.setSelectedFile(new File(chooser.getSelectedFile().getAbsolutePath() + CodedGraphFileFilter.CODED\_GRAPH\_EXTENSION));

}

try {

CodedMooreAutomat.writeToFile(chooser.getSelectedFile(), (CodedMooreAutomat) codedGraphPanel.getModel().getAutomat());

} catch (IOException e1) {

JOptionPane.showMessageDialog(frame, "Error! Can't create file.",

"Error", JOptionPane.ERROR\_MESSAGE);

}

}

}

}

private class CodeGraphAction extends AbstractAction {

private BuildFrame frame;

public CodeGraphAction(BuildFrame frame) {

this.frame = frame;

}

public void actionPerformed(ActionEvent e) {

JPanel mooreCodedGraphPanel = new JPanel();

mooreCodedGraphPanel.setLayout(new BorderLayout());

codedGraphPanel = new CodedGraphPanel(new GraphModel(graphPanel.getModel().getAutomat()));

JPanel mooreGraphButtonsPanel = new JPanel();

JButton saveCodedGraphButton = new JButton(new SaveCodedGraphAction(frame));

saveCodedGraphButton.setText("Save Graph");

buildTableButton = new JButton(new BuildTableAction(frame));

buildTableButton.setText("Build Table Of Transitions");

JButton closeButton = new JButton(new AbstractAction() {

public void actionPerformed(ActionEvent e) {

setVisible(false);

}

});

closeButton.setText("Close");

mooreGraphButtonsPanel.add(saveCodedGraphButton);

mooreGraphButtonsPanel.add(buildTableButton);

mooreGraphButtonsPanel.add(closeButton);

mooreCodedGraphPanel.add(mooreGraphButtonsPanel, BorderLayout.SOUTH);

mooreCodedGraphPanel.add(codedGraphPanel);

tabbedPane.addTab("Coded Graph Of Moore Automat", mooreCodedGraphPanel);

tabbedPane.setSelectedIndex(1);

codeGraphButton.setEnabled(false);

}

}

private class SaveTableAction extends AbstractAction {

private BuildFrame frame;

public SaveTableAction(BuildFrame frame) {

this.frame = frame;

}

public void actionPerformed(ActionEvent e) {

JFileChooser chooser = mainFrame.getChooser();

chooser.resetChoosableFileFilters();

chooser.addChoosableFileFilter(new TextFileFilter());

int result = chooser.showSaveDialog(frame);

if (result == JFileChooser.APPROVE\_OPTION) {

if (!chooser.getSelectedFile().getName().endsWith(TextFileFilter.TEXT\_FILE\_EXTENSION)) {

chooser.setSelectedFile(new File(chooser.getSelectedFile().getAbsolutePath() + TextFileFilter.TEXT\_FILE\_EXTENSION));

}

try {

tableModel.writeToFile(chooser.getSelectedFile());

} catch (IOException e1) {

JOptionPane.showMessageDialog(frame, "Error! Can't create file.",

"Error", JOptionPane.ERROR\_MESSAGE);

}

}

}

}

private class BuildTableAction extends AbstractAction {

private BuildFrame frame;

public BuildTableAction(BuildFrame frame) {

this.frame = frame;

}

public void actionPerformed(ActionEvent e) {

JPanel tablePanel = new JPanel();

tablePanel.setLayout(new BorderLayout());

tableModel = new AutomatTableModel((CodedMooreAutomat) codedGraphPanel.getModel().getAutomat());

JTable table = new JTable(tableModel);

JPanel tableButtonsPanel = new JPanel();

JButton saveTableButton = new JButton(new SaveTableAction(frame));

saveTableButton.setText("Save Table");

buildFunctionsButton = new JButton(new BuildFunctionsAction(frame));

buildFunctionsButton.setText("Build Functions");

JButton closeButton = new JButton(new AbstractAction() {

public void actionPerformed(ActionEvent e) {

setVisible(false);

}

});

closeButton.setText("Close");

tableButtonsPanel.add(saveTableButton);

tableButtonsPanel.add(buildFunctionsButton);

tableButtonsPanel.add(closeButton);

tablePanel.add(tableButtonsPanel, BorderLayout.SOUTH);

tablePanel.add(table);

tabbedPane.addTab("Table Of Transitions", tablePanel);

tabbedPane.setSelectedIndex(tabbedPane.getTabCount() - 1);

buildTableButton.setEnabled(false);

}

}

private class SaveFunctionsAction extends AbstractAction {

private BuildFrame frame;

public SaveFunctionsAction(BuildFrame frame) {

this.frame = frame;

}

public void actionPerformed(ActionEvent e) {

JFileChooser chooser = mainFrame.getChooser();

chooser.resetChoosableFileFilters();

chooser.addChoosableFileFilter(new TextFileFilter());

int result = chooser.showSaveDialog(frame);

if (result == JFileChooser.APPROVE\_OPTION) {

if (!chooser.getSelectedFile().getName().endsWith(TextFileFilter.TEXT\_FILE\_EXTENSION)) {

chooser.setSelectedFile(new File(chooser.getSelectedFile().getAbsolutePath() + TextFileFilter.TEXT\_FILE\_EXTENSION));

}

try {

PrintWriter output = new PrintWriter(new FileWriter(chooser.getSelectedFile()));

output.print(functionsString);

output.close();

} catch (IOException e1) {

JOptionPane.showMessageDialog(frame, "Error! Can't create file.",

"Error", JOptionPane.ERROR\_MESSAGE);

}

}

}

}

private class BuildFunctionsAction extends AbstractAction {

private BuildFrame frame;

public BuildFunctionsAction(BuildFrame frame) {

this.frame = frame;

}

public void actionPerformed(ActionEvent e) {

JPanel functionsPanel = new JPanel();

functionsPanel.setLayout(new BorderLayout());

JTextArea functionsArea = new JTextArea();

functionsArea.setEditable(false);

functions = FunctionsWorker.getFunctions(tableModel);

StringBuilder builder = new StringBuilder();

for (int i = 0; i < functions.size(); i++) {

builder.append(functions.get(i).toString());

builder.append("\n");

}

functionsString = builder.toString();

functionsArea.setText(functionsString);

JPanel functionsButtonPanel = new JPanel();

JButton saveFunctionsButton = new JButton(new SaveFunctionsAction(frame));

saveFunctionsButton.setText("Save Functions");

minimizeFunctionsButton = new JButton(new MinimizeFunctionsAction(frame));

minimizeFunctionsButton.setText("Minimize Functions");

JButton closeButton = new JButton(new AbstractAction() {

public void actionPerformed(ActionEvent e) {

setVisible(false);

}

});

closeButton.setText("Close");

functionsButtonPanel.add(saveFunctionsButton);

functionsButtonPanel.add(minimizeFunctionsButton);

functionsButtonPanel.add(closeButton);

functionsPanel.add(functionsButtonPanel, BorderLayout.SOUTH);

functionsPanel.add(new JScrollPane(functionsArea));

tabbedPane.addTab("Functions", functionsPanel);

tabbedPane.setSelectedIndex(tabbedPane.getTabCount() - 1);

buildFunctionsButton.setEnabled(false);

}

}

private class SaveMinimizedFunctionsAction extends AbstractAction {

private BuildFrame frame;

public SaveMinimizedFunctionsAction(BuildFrame frame) {

this.frame = frame;

}

public void actionPerformed(ActionEvent e) {

JFileChooser chooser = mainFrame.getChooser();

chooser.resetChoosableFileFilters();

chooser.addChoosableFileFilter(new TextFileFilter());

int result = chooser.showSaveDialog(frame);

if (result == JFileChooser.APPROVE\_OPTION) {

if (!chooser.getSelectedFile().getName().endsWith(TextFileFilter.TEXT\_FILE\_EXTENSION)) {

chooser.setSelectedFile(new File(chooser.getSelectedFile().getAbsolutePath() + TextFileFilter.TEXT\_FILE\_EXTENSION));

}

try {

PrintWriter output = new PrintWriter(new FileWriter(chooser.getSelectedFile()));

output.print(minimizedFunctionsString);

output.close();

} catch (IOException e1) {

JOptionPane.showMessageDialog(frame, "Error! Can't create file.",

"Error", JOptionPane.ERROR\_MESSAGE);

}

}

}

}

private class MinimizeFunctionsAction extends AbstractAction {

private BuildFrame frame;

public MinimizeFunctionsAction(BuildFrame frame) {

this.frame = frame;

}

public void actionPerformed(ActionEvent e) {

JPanel minimizedFunctionsPanel = new JPanel();

minimizedFunctionsPanel.setLayout(new BorderLayout());

JTextArea minimizedFunctionsArea = new JTextArea();

minimizedFunctionsArea.setEditable(false);

minimizedFunctions = FunctionsWorker.minimizeFunctions(FunctionsWorker.prepareFunctionsToMinimization(functions));

StringBuilder builder = new StringBuilder();

for (int i = 0; i < minimizedFunctions.size(); i++) {

builder.append(minimizedFunctions.get(i).toString());

builder.append("\n");

}

minimizedFunctionsString = builder.toString();

minimizedFunctionsArea.setText(minimizedFunctionsString);

JPanel minimizedFunctionsButtonPanel = new JPanel();

JButton saveMinimizedFunctionsButton = new JButton(new SaveMinimizedFunctionsAction(frame));

saveMinimizedFunctionsButton.setText("Save Minimized Functions");

JButton analyzeButton = new JButton(new AbstractAction() {

public void actionPerformed(ActionEvent e) {

JOptionPane.showMessageDialog(frame, FunctionsWorker.analyzeMinimization(functions, minimizedFunctions).toString(),

"Analysys Of Efficiency Of Minimization", JOptionPane.INFORMATION\_MESSAGE);

}

});

analyzeButton.setText("Analyze Minimization");

convertToBasisButton = new JButton(new ConvertToBasisAction(frame));

convertToBasisButton.setText("Convert Functions To Basis NOT, 3AND");

JButton closeButton = new JButton(new AbstractAction() {

public void actionPerformed(ActionEvent e) {

setVisible(false);

}

});

closeButton.setText("Close");

minimizedFunctionsButtonPanel.add(saveMinimizedFunctionsButton);

minimizedFunctionsButtonPanel.add(analyzeButton);

minimizedFunctionsButtonPanel.add(convertToBasisButton);

minimizedFunctionsButtonPanel.add(closeButton);

minimizedFunctionsPanel.add(minimizedFunctionsButtonPanel, BorderLayout.SOUTH);

minimizedFunctionsPanel.add(new JScrollPane(minimizedFunctionsArea));

tabbedPane.addTab("Minimized Functions", minimizedFunctionsPanel);

tabbedPane.setSelectedIndex(tabbedPane.getTabCount() - 1);

minimizeFunctionsButton.setEnabled(false);

}

}

private class SaveToVHDLAction extends AbstractAction {

private BuildFrame frame;

public SaveToVHDLAction(BuildFrame frame) {

this.frame = frame;

}

public void actionPerformed(ActionEvent e) {

JFileChooser chooser = mainFrame.getChooser();

chooser.resetChoosableFileFilters();

chooser.addChoosableFileFilter(new VHDLFileFilter());

int result = chooser.showSaveDialog(frame);

if (result == JFileChooser.APPROVE\_OPTION) {

if (!chooser.getSelectedFile().getName().endsWith(VHDLFileFilter.VHDL\_FILE\_EXTENSION)) {

chooser.setSelectedFile(new File(chooser.getSelectedFile().getAbsolutePath() + VHDLFileFilter.VHDL\_FILE\_EXTENSION));

}

try {

PrintWriter output = new PrintWriter(new FileWriter(chooser.getSelectedFile()));

output.print(FunctionsWorker.getVHDLDescriptionOfFunctions(convertedFunctions));

output.close();

} catch (IOException e1) {

JOptionPane.showMessageDialog(frame, "Error! Can't create file.",

"Error", JOptionPane.ERROR\_MESSAGE);

}

}

}

}

private class ConvertToBasisAction extends AbstractAction {

private BuildFrame frame;

public ConvertToBasisAction(BuildFrame frame) {

this.frame = frame;

}

public void actionPerformed(ActionEvent e) {

JPanel convertedFunctionsPanel = new JPanel();

convertedFunctionsPanel.setLayout(new BorderLayout());

JTextArea convertedFunctionsArea = new JTextArea();

convertedFunctionsArea.setEditable(false);

convertedFunctions = FunctionsWorker.convertFromAndOrTo3AndNotBasis(minimizedFunctions);

StringBuilder builder = new StringBuilder();

for (int i = 0; i < convertedFunctions.size(); i++) {

builder.append(convertedFunctions.get(i).toString());

builder.append("\n");

}

convertedFunctionsString = builder.toString();

convertedFunctionsArea.setText(convertedFunctionsString);

JPanel convertedFunctionsButtonPanel = new JPanel();

JButton saveToVHDLButton = new JButton(new SaveToVHDLAction(frame));

saveToVHDLButton.setText("Save Functions To VHDL");

JButton closeButton = new JButton(new AbstractAction() {

public void actionPerformed(ActionEvent e) {

setVisible(false);

}

});

closeButton.setText("Close");

convertedFunctionsButtonPanel.add(saveToVHDLButton);

convertedFunctionsButtonPanel.add(closeButton);

convertedFunctionsPanel.add(convertedFunctionsButtonPanel, BorderLayout.SOUTH);

convertedFunctionsPanel.add(new JScrollPane(convertedFunctionsArea));

tabbedPane.addTab("Converted Functions", convertedFunctionsPanel);

tabbedPane.setSelectedIndex(tabbedPane.getTabCount() - 1);

convertToBasisButton.setEnabled(false);

}

}

}

**Висновки**

В результаті виконання даної лабораторної роботи я здобув навички з автоматизації генерації аналітичних форм булевих функцій в заданому елементному базисі з табличної форми. Я реалізував модуль для приведення функцій до заданого елементного базису та збереження результатів у файлі формату VHDL. Модуль був реалізований на мові програмування Java. Також в процесі виконання роботи я освоїв основи мови опису апаратури інтегральних схем VHDL.